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Abstract

Since the turn of the century, open source software has triggered a vast volume of research. In this essay, based on a brief review of selected work, we show that research in many different fields and disciplines of the social sciences have shed light on the phenomenon. We argue that five characteristics make the phenomenon particularly attractive to examination from various fields and disciplines using a plethora of research methods: (1) impact: open source software has an extensive impact on the economy and society; (2) theoretical tension: the phenomenon deviates sharply from the predictions and explanations of existing theory in different fields; (3) transparency: open source software has offered researchers an unprecedented access to data; (4) communal reflexivity: the community of open source software developers frequently engage in a dialog on its functioning (it also has its own research community); (5) proximity: the innovation process in open source software resembles knowledge production in science (in many instances, open source software is an output of research processes). These five characteristics also promote a transdisciplinary research dialog. Based on the experience of open source software research, we propose that phenomena-driven transdisciplinary research provides an excellent context to promote greater dialog between disciplines and fields. Moreover, we propose that the recent diffusion of the open source software model of innovation to other areas than software calls for new research and that the field of information systems has an important role to play in this future research agenda.
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1. Introduction

Open source software has two distinct features. First, open source software comes equipped with licenses that provide existing and future users the right to use, inspect, modify, and distribute modified and unmodified software to others (Raymond, 1999). With such open licenses, the software products aim at several market segments, covering operating systems, middleware, and end-user products, such as media players, office suites, and games. Over the last 15 years, many open source software products have made successful inroads into these segments attracting many millions of users. For example, in 2005, Apache achieved a 60% market share for web server software (Netcraft, 2007). In the same year, Firefox, the browser, achieved a 13% market share (Jano, 2006) and turned over more than 50 Million USD for the Mozilla foundation that markets and coordinates its development. Thus, business models around software development are changing and the deployment of open source solutions is a viable alternative for IT managers.

Second, while software can be classified as “open source” independently of how it was developed (it is sufficient for the software to be released with an open source license affixed), years of development have given rise to a new practice of innovation associated with open source software. Today, projects display a very distinct development process. Open source software projects are typically initiated by a “project leader” or “project entrepreneur.” Depending on their interest in the project, volunteers (or companies) join in and contribute to designing, writing, testing, debugging, distributing, and documenting the software. Depending on their knowledge, these voluntary “project contributors” perform tasks ranging from cheering, via administration and coordination, to technical development. Popular projects such as Linux or Azureus may receive the support of several thousand contributors who emerge from a much larger group of users. These contributors, in turn, provide feedback to the open source software developers, share their ideas, report software bugs, indicate new opportunities for using the software, etc. (Raymond, 1999; Lerner and Tirole, 2002; von Krogh and von Hippel, 2003). This highlights a change in the nature of how software architecture is created in an evolutionary manner rather than in a pure top-down planned style as advocated by many (e.g., Brooks, 1995).

Over the last decade, paralleling the growth in markets for open source software, studies of the open source software phenomenon have proliferated in the social sciences. Google Scholar lists more than a thousand papers using the keywords “open source software” and “social science.” In the social science citation index, out of 198 papers that have “open source software” registered as a keyword (717 when using just “open source”), roughly 75% have been published within the last 3 years. Several key journals in various fields have published special issues related to open source software, gathering focal contributions.

Research on open source software has surfaced in many disciplines and fields of the social sciences, ranging from economists over computer scientists to anthropologists, investigating various aspects of the phenomenon using a plethora of research methods. The field of information systems thrives on and contributes to “trans-disciplinary” research. According to Bob Galliers, the combination of technical, social, and human factors that impact on the performance of information systems requires an open and frequent exchange amongst researchers working in various areas and disciplines (Galliers, 2003). For the field of information systems, the open source phenomenon, thus, represents an unprecedented opportunity for such a trans-disciplinary dialog. One main question is (1) why the phenomenon has promoted this large amount of research and in the process
(2) evoked the interest of researchers working in several disciplines and fields of the social science contributing to the field of information systems? This essay attempts to address these two questions by analyzing the open source phenomenon and proposes specific characteristics that promote extensive and trans-disciplinary research. The intention is to identify some “lessons learned” about the phenomenon and highlight new research opportunities. This is particularly important since the open source model of innovation is diffusing into other fields and industries including technical design, pharmaceuticals, biotechnology, cultural goods, etc.

The paper is organized as follows. In the next section, we briefly review three research streams and show that researchers from various fields and disciplines have contributed insights to these shared research questions. In Section 3, we analyze in more detail the open source software phenomenon and propose five characteristics that have led to the proliferation of multi-disciplinary research. These are impact, theoretical tension, transparency, communal reflexivity, and proximity. In Section 4, we conclude the paper with a call for new transdisciplinary research on information systems as it applies to the diffusion of the open source model of innovation to new fields.

2. Open source software: A fertile phenomenon for research and trans-disciplinary dialog

There are a number of research areas that are emerging surrounding the phenomenon of open source software. However, for the sake of simplicity and clarity, we classify research according to three major streams (von Krogh and von Hippel, 2006): developer motivation; governance, organization, and innovation process; and competitive dynamics. Each of these streams poses its own set of research questions that are shared by researchers from all fields and disciplines. We demonstrate this trans-disciplinarity through a brief review of relevant work in each stream.

First, a large amount of research has been devoted to the question: why do developers contribute to open source software? This problem is not trivial. Due to its particular license, open source software is a public good; meaning that, first, that no one can be prevented from using the software and, second, the users’ utility from the software is independent. The latter is a consequence of open source software being information with negligible distribution costs. Any developer could choose to invest in (or develop) commercial software using a regime of intellectual property rights to appropriate returns from this investment, rather than contributing to open source software where the intellectual property rights guarantee free application and distribution to current and future users of the product. Due to its public good nature, any potential developer can wait to contribute until someone else has developed the software. The latter is frequently referred to as the “free-rider” problem and leads to under-supply of public goods (Olson, 1965). Yet, the enormous growth and popularity of the open source software shows that the founders of open source projects, so-called “project entrepreneurs”, and other developers were perfectly capable of solving this problem.

Economists found this puzzle interesting. For example, in their pioneering work, Lerner and Tirole (2002) using economic theory suggested that developers contribute in order to increase their labor market value. By writing and sharing high-quality software in the public domain, developers could signal to current and prospective employers their level of skills and, thereby, increase their salaries and advance their careers. Other economists such as Dalle and David (2003) concurred, but these authors added that the signaling incentive
was only available to a few developers who worked on technically important and sophisticated modules and to those project entrepreneurs who initiated important and popular projects. Combining theories from economics and sociology, von Hippel and von Krogh (2003) developed a “private-collective” model of innovation incentives. They suggested that developers contribute to a public good innovation because they garner private benefits related to the innovation process. These benefits, including fun, reputation, learning, enjoyment, and peer recognition, are not supplied to the same degree to non-contributors.

Psychologists shared this research question and quickly advanced an important research agenda that covered a broad range of motives. The conjecture was that community participation, social motives, and norms relate to levels of contribution individual developers and other contributors make to open source software projects. For example, in an early survey study, Hertel et al. (2003) found that Linux developers were motivated by the need to improve the product for their own use. They also identified with the larger “community of Linux developers” and were, thus, motivated by group-related factors, such as their “perceived indispensability” for the group in which they work. Bagozzi and Dholakia (2006), using a survey design, found that participants in Linux User Groups (technical support groups) were motivated by a combination of social and psychological factors. “We-intentions” were important for predicting individual actions that contribute to group-level actions.

In the discipline of cultural anthropology, Zeitlyn (2003) pointed out that we need to better understand the culture of the open source software movement and the corresponding social norms that regulate people’s behavior. Due to the social norm of reciprocity, developers are motivated to give “gifts” to the project in the form of software patches, comments, bug fixes, and so on (Raymond, 1999; Bergquist and Ljungberg, 2001). However, Zeitlyn’s advice was for the cultural studies of the open source software phenomenon to focus more broadly on complementary social norms, including “familiarity” and “kinship” amongst contributors in projects, as important for motivating contributions.

Researchers in the field of management and organization studies (broadly covering technology and innovation management, management information systems, management and organization theory, organization behavior, etc.) also found the puzzle of developer-and contributor-motivation interesting. For example, gathering and analyzing data from the Apache project, Roberts et al. (2006) asked if employment in firms matters for developers’ levels of contributions. These authors observed that developers attain very different status levels in the open source software projects, and that mixed motives relate to the highest levels of contribution. People are motivated both by attainment of status in the Apache project and paid participation (firm employment). Developing a new survey instrument, Franke and von Hippel (2003) studied user satisfaction in Apache security software. They found that developers who were capable of changing the software to fit their own needs were significantly more satisfied than those who could not adapt the product. This evidence indicated that the technical design of open source software relates to developer motivation and prepared the ground for other researchers such as Baldwin and Clark (2006) to investigate the relationship between design and motivation. They developed a game-theoretic model that takes into account the extent to which a software architecture is “modular.” Their analysis showed that developers have less incentive to “free-ride” upon open source software with a modular architecture.

Spurred by a compelling and simple research question, a matrix of research has emerged that helps shed considerable light on the open source phenomenon. This matrix
is enabled by researchers pursuing a trans-disciplinary dialog. While they conduct their disciplinary research and make contributions within the methodological tradition of each discipline, there is also an extensive and continuous referencing of the work by researchers in other disciplines. As we will argue later, this research matrix also fuels a debate within the practice of open source software development.

While the study of individual motivations clearly represents the most straightforward example of a trans-disciplinary dialog, there are also clear instances in the two remaining research streams. In governance, organization, and innovation process, research uncovered that contributors’ distributed and diverse interests as well as their different capabilities make them participate with different intensity in various parts of the innovation process (e.g., Nonnecke and Preece, 2003; see also Franck and Jungwirth, 2003; Koch and Schneider, 2002; O’Mahony, 2003). In the field of legal studies, Benkler (2002) argued that open source software represents a form of “commons-based peer production.” Such a form of production uses other governance mechanisms than the “market” or the “firm.” In the field of management and organization studies, scholars analyzed in more detail the nature of the open source software development process and argued that open source software projects have developed a way of governing very distributed participation where people can pursue their diverse interests. This happens without the software product “forking” into new and “unofficial” versions (Kogut and Metiu, 2001; see also Demil and Lecocq, 2006). If forking were common practice, projects developing different versions of the product would compete for scarce developer resources, create confusion in the market, create incompatible versions on users’ computers, etc. Forking could potentially threaten the sustainability and the quality of the software product. The open source software projects’ ability to “govern” the development process relate to role differences in projects. While many people can contribute in various ways to open source software (giving advice, identifying and solving bugs, etc.), technical development is typically restricted to a much smaller group of “developers” who also decide on the design of the software product. This layered model of organization of open source software development can be thought of as an “onion” with layers of bug fixers, bug reporters, occasional participants in email subscription lists, etc. with each layer being more distant from the project’s developer core (Crowston and Howison, 2006). Moving from being a “peripheral” contributor to becoming a developer may be costly for the individual (von Krogh et al., 2003). Moreover, Kuk (2006) found that this change in the status of contributors also coincides with various forms of strategic interactions amongst a few participants who are knowledgeable about the software and resourceful in other ways (Kuk, 2006).

Sociologists shared this interest in the status of open source software contributors and developers. In particular, the open source software phenomenon provided data from a natural setting related to various circumstances that lead to the generation of status orders. In the process of status attainment, research identified that open source software developers tended to evaluate a focal actor reputation according to publicly available social references. These references emerge as part of the innovation process itself (Stewart, 2005).

Due to the public good nature of open source software, the research stream on competitive dynamics posed an important research question shared across disciplines and fields:

1 The reference list of the contributions reviewed indicates cross-referencing.
how do firms compete (or collaborate) with “free”? In particular, as open source software gains ground in the market, what impact will it have on commercial software? In economics, early work on this topic concluded that both commercial software and open source software would continue to coexist, but that open source software would impact the commercial software vendor’s strategy (Bonaccorsi and Rossi, 2003; Mustonen, 2003). More recently, authors such as Casadesus-Masanell and Ghemawat (2006) and Economides and Katsamakas (2006) have developed in more detail how open source software would change the commercial firm’s pricing and the choice of a technological platform (software/hardware). The research question also spurred inquiry in the field of management and organization studies. For example, West (2003) discussed advantages and disadvantages of different strategies and technological platforms pursued by firms. Dahlander and Magnusson (2005), in turn, analyzed how software firms in Scandinavia collaborate and build relationships with communities of volunteer software developers.

To summarize, research originating in various disciplines has shed considerable light on the open source software phenomenon. This work shared some research questions that must be seen as a precondition for a fruitful trans-disciplinary dialog amongst researchers and, thereby, a proliferation of research. Without this dialog, partial views and models would still have dominated our understanding of the open source software phenomenon. For example, while early pioneering economic theory suggested some developers are motivated by career incentives, research in psychology, sociology, and management and organization studies accumulated a complementary set of models of motivation that include factors, such as the use-value of the software, the need for peer recognition, and kinship. We also believe there are particular characteristics of the open source phenomenon that made it attractive for researchers and that led to a proliferation of disciplinary research and trans-disciplinary dialog. Next, we discuss these characteristics in more detail.

3. Characteristics that promote research

Flyvbjerg (2001) calls for social sciences to have more impact on society. In particular, he notes that the problem of the social sciences is an inherent detachment from reality. Natural science, in contrast, is interwoven with reality and, thus, does not face the same problems. The criticism of social sciences typically poses an urgent question: “If you are wrong about this, who would notice?” Flyvbjerg proposes a number of remedies to the problem detachment in the social sciences, of which one is transcending the problem of relevance by grounding research in the context studied. This implies getting close to the phenomenon during data collection and remaining close during data analysis, feedback, and publication. The involvement in research of stakeholders in the field who test, evaluate, and comment upon the findings is key to making the research more impactful in the social world. Moreover, Flyvbjerg asks researchers to nurture the interaction between universal principles and the particular context in building and testing theories.

Research on the open source software phenomenon is an interesting example of research that combines scientific rigor with relevance. Open source software, perhaps because of the distributed organization of its development as well as its intellectual property regime, lends itself to close and often intense interaction with research. This has also made research relevant. On the one hand, research on the open source software phenomenon has served to uncover features of an institutional innovation and lay these open for scrutiny and debate among the wider public who have also taken an interest in the
phenomenon. Studies of developer motivations have contributed to discussions regarding software product quality and project sustainability (Lakhani and von Hippel, 2003; von Krogh, 2005). Work on open source licenses contributes to a better understanding of competitive dynamics in the software industry and possibly other industries producing digital goods (The Economist, 2005). On the other hand, the phenomenon provided sufficiently interesting research questions to trigger the curiosity of researchers and maintain their interest over several years. This is a precondition for knowledge to accumulate in the social sciences.

In the following, we speculate that certain characteristics of the open source software phenomenon make it attractive and important for researchers. These characteristics also make it a good example for the value of relevant and trans-disciplinary research. These characteristics of the phenomenon are: social and economic impact; tension with existing theory; transparency of the data; reflection of the community on its inner workings, and proximity between open source innovation processes and science. As we will show, these characteristics also lead to important questions for information systems research. As the open source software model of innovation spreads into many fields, these questions have become very important for researchers to bear in mind.

3.1. Impact

The open source software phenomenon has had a ubiquitous impact on society and the economy, as we will demonstrate in five examples. First, the phenomenon has been likened to a massive social movement in which contributors, developers, governments, and firms collaborate to create a public good that shapes society (e.g., Holtgrave and Werle, 2001). The magnitude of the phenomenon as a social movement is often emphasized by quoting data from open source software project hosts. Currently, one of these hosts, Sourceforge, lists 150,000 projects and in excess of 1.6 million contributors. In addition, open source software has millions of users all over the world. For example, the popular “OpenOffice.org” office suite lists in excess of 50 million users.

Second, as expected, open source software has altered global competition in the computer software and hardware industries where firms traditionally competed on proprietary, “closed source” software. Firms that develop and sell proprietary software products have started to adopt open source software solutions in their own product portfolio. Moreover, a new type of firm has entered the industry, such as Suse, Red Hat, Red Flag, and MySQL that package and distribute and sell open source software and auxiliary services. Research has shown that open source software may be the preferred license form of new entrants into the software industry (Bonaccorsi et al., 2006). Open source software has also changed competition in adjacent industries. Increasingly, firms ship their computer hardware equipped with open source software products. In areas such as consumer electronics or manufacturing technology, embedded software represents an increasing share of research and development costs. Here, embedded open source software is increasingly used in devices and control systems (Henkel, 2006). For example, consumer electronic firms such as Motorola, Nokia, and Palm increasingly use Linux as operating system in their products.

Third, in many countries the government has adopted explicit policies towards open source software (Cook and Horobin, 2006; see also Comino and Manenti, 2005 for an analysis). The reasons given include reduction of procurement cost, better bargaining
positions, the need to support local software and service firms, the adaptability of the software to the government’s needs, transparency of the software, and security issues. While many governments have enthusiastically embraced open source software policies, there are also reports of significant organizational changes needed to install and run the software, unanticipated costs of training people, and slow migration from previous systems (e.g., Waring and Maddocks, 2005).

Fourth, open source software has been advocated by many as a solution for closing the “digital divide” by assisting developing countries in their efforts to apply information technology (Bokhari and Rehman, 1999; May, 2006). Because open source software is free and easily accessible online, it is attractive for many users including government, home users, schools, or business accounts. Moreover, the access to the source code as well as the transparency of the development process also enables the local education and training of information technology professionals (see Kogut and Metiu, 2001; Weber, 2004). According to James (2002) who analyzed open source software in developing economies, one of the challenges in such economies is to prolong the “life” of computers. Often actors in these economies cannot afford to upgrade their systems at the same pace as customers in developed countries. James quotes an example from the Philippines where schools had to raise their tuition fee every time they needed to upgrade their information systems due to a new version of a software. Linux comes with free upgrades and ameliorates this problem for local educational institutions. In addition, based on previous experiences from buying commercial software licenses, many local users in developing nations are wary of locking their institutions into software that in the future may force them to pay license fees.

Due to the rapidly growing impact of open source software on society and the economy, it became attractive for researchers from many disciplines to investigate different aspects of the phenomenon. Due to increasing investments in information systems, including open source and commercial software around the world, society and the economy also had a direct interest in the results of this research. For example, governments were interested in the effect of their policies towards promoting open source software versus promoting commercial software. This raised questions to economists whether open source software was a response to market failure. Moreover, governments and firms too were interested in understanding issues such as the quality of open source software in comparison with commercial software, the cost of migrating to open source solutions, and to what extent the phenomenon would be sustainable in the long run (see Evans, 2002).

Research that uncovered the inner workings of the open source projects also achieved importance in the public debate and assisted in bringing the field of information systems to the attention of the general public. It raised debates and issues about user involvement in systems development, the advantages and disadvantages of intellectual property rights, the cost of information systems to the public, and so forth (The Economist, 2006). With the impact of open source software and the attractive research opportunities that open source software affords, the interaction between the phenomenon and researchers and the larger landscape of the economy and society in itself emerges as an important area of inquiry. For example, Longino (1990) proposes that different fields and disciplines should investigate how social values influence scientific research. Social values such as the ability to close the digital divide, empowerment of consumers (“stuff by us”), or less costly access to intellectual property may have played a role in the drafting of research agendas. This topic remains very important as open source software continues to gain importance and as its model of innovation is diffused to other fields. Information systems research will also
benefit from an examination of the interaction between social values and information systems in society. Open source software may be just the “thing” to do this.

3.2. Theoretical tension

As researchers started to investigate the phenomenon in more depth, many came to realize a growing tension between the data they were retrieving and established assumptions and mainstream theories. Consider two examples. First, the process of open source software development strongly deviated from proposed models, frameworks, and approaches to software engineering (Feller and Fitzgerald, 2002; Scacchi, 2002). Software development typically requires a dedicated team of software engineers and other specialists who assume different roles in the process, including specifying requirements for the products, creating a high-level roadmap of development, writing and documenting the code, and assessing and testing the product. Open source software development, on the other hand, consists of hundreds or perhaps thousands of volunteers who assume different roles too, including founding the project and formulating its goals, writing, reporting and fixing bugs, etc. However, in many projects roles are assumed through “self-allocation” based on people’s knowledge and interests. According to Madey et al. (2002) this way of developing software is often “counterintuitive” and they called for more research in order to understand the inner workings of the process. In particular, they underscored that open source software development emerged as a new way of organizing a very large number of volunteer contributors and that this approach had no precedent and no satisfactory explanation from theories of software engineering. Second, open source software runs counter to many established theories of innovation (Schoonhoven, 2003). von Krogh and von Hippel (2003) noted that conventional theory incentives to innovate relate to the regime of intellectual property rights that offer innovators the possibility of appropriating returns from innovation-related investments. In open source software, licenses ensure that the software product remains a public good and companies sometimes even support projects associated with direct competitors (Mustonen, 2005). Therefore, von Hippel and von Krogh called for more research to investigate the incentives to create public good innovations.

These are just two brief examples among many that show the theoretical tensions researchers were confronted with as they intensified their interaction with the phenomenon. It required researchers to rethink many established theories and assumptions (e.g., Bessen, 2002). On the one hand, this enhanced the attractiveness of the research on the phenomenon. Open source software represents a “critical case” or the possibility to “falsify” existing theory. It also offers a possibility to combine theories, for example from economics and sociology, in order to explain hitherto distinct and isolated phenomena (e.g., Bonaccorsi and Rossi, 2003). Because of new research questions (Section 2), there are also growing possibilities for grounded theorizing along the lines called for by Flyvbjerg (e.g., O’Mahony, 2003; Shah, 2006).

On the other hand, open source software also represents an additional investment for researchers who might be familiar with and sometimes have contributed to established theories and research. In many cases, an additional investment is also needed to develop an understanding of software development, in general, and the context of open source, in particular. However, judging by the growth of research over the last years, the research opportunities seem to outweigh the cost.
In our view, the popularity of open source software research was enhanced because early research contributions pointed to theoretical tensions, rather than “confirming” existing models and frameworks. This also raises an important question for information systems research in general. What are the current phenomena that deviate from existing and accepted theory and assumptions? It seems that often the cost of searching for such opportunities outweighs the potential benefits (which in the case of open source software is only available when a certain amount of research has produced new insights about the phenomenon). However, the field of information system research will benefit strongly from encouraging early-stage, high-risk research into areas with theoretical tension.

3.3. Transparency

Often research on commercial product development is hampered by restricted access to the development process and convoluted, or selectively, released data. Firms that commercialize their software products are in most cases not interested in sharing the product’s source code due to the risk of code spilling over to competitors or “software pirates.” In contrast, due to their development practices, open source software projects provide a very high transparency of data for research. The software’s source code is generally available from repositories that host the projects, such as Sourceforge, Freshmeat or Savanna. This enables researchers to investigate the inner, technical workings of the software and product development process. This transparency of technical data afforded an unprecedented opportunity to study such issues as functionality, software architecture, file size, language, software component reuse, application protocol interfaces, bug identification and fixing, and individual contribution levels (e.g., MacCormack et al., 2006). Depending on the projects’ hosts, in many cases data on software downloads would also be available. This was used by some researchers to gauge the popularity or “market share” of the project in conjunction with the number of contributors to the project (e.g., Crowston et al., 2003; Bagozzi and Dholakia, 2006).

Moreover, most projects host mailing lists dedicated to various aspects of the software product and the project. Some lists may focus on technical development issues, while others may deal with user assistance, general user feedback, or discussions regarding the “philosophy” of the project. These lists represent very valuable data for researchers because they make discussions available that can be used to examine a host of organizational and behavioral issues. Some important issues that can be investigated using such data include the number of participants in the discussions, intensity of the mail exchanges, topics of discussion, the number of messages related to particular topics, people’s influence in the development process, coordination of work, decision making, conversational protocol and etiquette, and so forth. The retrieval of both technical data and mailing lists data is in many cases possible for all researchers, and not only restricted to those who have exclusive relationships with developers or project entrepreneurs. For many open source software projects, such data is extensive, covering millions of lines of code and thousands of messages and, thus, offers itself to various forms of quantitative analysis.

As research progresses on the open source software phenomenon, it becomes increasingly clear that the mailing lists in most cases represents the primary means of communication between developers who work in different locations. Yet, researchers who did extensive field work and interviewed open source software developers also found that developers used online chats to solve issues. These chats are not stored and often not
available for real-time inspection by researchers. In other cases, developers would organize meetings or attend conferences in order to discuss development issues (O’Mahony, 2003). It has also become increasingly clear that many developers in large projects, such as Apache or Linux, work for the same firm (see Roberts et al., 2006; West and O’Mahony, 2005) and, thus, may meet offline. With time, research combined different types of data to produce new insights, ranging from source code and message threads to participant observations during off-line meetings and interviews with developers and other contributors. While many are attracted to the open source software phenomenon because of the immediate transparency of the phenomenon and the access to and the ease of data retrieval, in many projects researchers soon discover that the pursuit of rich data is important in order to provide “thick descriptions” of the phenomenon (Geertz, 1973). The search for better explanations of open source software development posed some critical questions on the data used by researchers (e.g., von Hippel and von Krogh, 2003). This, in turn, initiated “learning and improvement” in the research process that triggered even more new research.

For information systems research an important lesson from open source software research regards the nature of data gathering. First of all, due to the social, human, and technological dimensions of information systems research (as is the case with open source software), high-quality empirical research is characterized by the retrieval and analysis of data from multiple sources. Moreover, the extent and availability of one type of data (in particular, quantitative) can lure researchers into neglecting other types of data (in particular, qualitative) that may be more costly to retrieve. Therefore, what characterizes the quality of data in information systems research that explores a new phenomenon? Likewise, considering the learning process of empirical research on open source software, an important question is what are the conventions for gathering and analyzing data in information systems research and how do these need to be adjusted to the phenomenon under investigation.

3.4. Communal reflexivity

Delanty (2001) suggested that university-based research undergoes a transformation in the process of knowledge production in society. Historically, the university was the primary user of the research-based knowledge it produced, predominately when educating people. However, increasingly research-based knowledge is also produced as well as used by many other actors in society. Interestingly, the interaction between research and the open source software phenomenon epitomizes this shift and may help to set a precedent for future research on information systems. The community of open source software developers, contributors, and users share a strong interest in why, what, and how the community operates. We term the ongoing engagement in a dialog about the functioning of the community “communal reflexivity.” Communal reflexivity is evident in the many online discussions about the roles and functions of open source software and its impact on the economy and society. In addition, a search on ‘Google Blogs’ reveals more than one million entries using the term: “open source software” of which several thousand are devoted to the development process and the functioning of the community. Google also archives nearly 4000 Usenet discussion groups dedicated to the Linux open source operating system. Many books about the open source software phenomenon have been written by developers and very active participants in the open source software community. For exam-
ple, the ground-breaking and famous book by Eric S. Raymond (1999) can be seen as initiating much of the research and dialog on the functioning of the community. Raymond, himself an open source project entrepreneur, developer, and trained anthropologist, embodies the dialog between research and open source software practice. Furthermore, a number of conferences about the open source software development model include practitioners in the field and, increasingly, developers and participants are also involved in tracks of mainstream academic conferences.

We would like to offer a reason for the evolution of communal reflexivity. Open source software development can be seen as an “institutional innovation” (Hargrave and Van de Ven, 2006; O’Mahony, 2002). As discussed in Section 2, open source software involves a very large number of contributors, it uses simple technologies for coordinating work, it draws upon direct feedback and improvement by users, it produces a public good with considerable market and economic impact, and so forth. Observers have noted that open source products, such as Linux, emulate already existing software products in their design, such as commercial Unix variants. The same holds for OpenOffice.org, an office suite that emulates Microsoft Office. These previous designs provided guidelines for software developers and allowed them to observe and design important features and benchmark their design for performance.

Regardless of the software product design, however, the “institution” of open source software development evolved without templates or guidelines. In order to resolve issues that could potentially threaten the survival and advancement of the institution, intense self-observation and dialog is called for by the community. For example, professional and corporate users of open source software frequently question both the sustainability of project organization and the quality of the software. Migrating systems from commercial to open source software entails significant costs for many professional and corporate users. This prompted a discussion on the risk of developers losing interest in the software and so discontinuing a project. Because open source software does not necessarily guarantee upgrades and updates, but rather relies on the initiative of voluntary developers, many professional and corporate users felt uneasy about implementing systems migration. However, the Open Source Initiative, the Apache foundation, the Free Software Foundation, and other entities attempted to analyze if and why open source software would rival commercial software in terms of sustainability and, thereby, counter these arguments. One of their claims, for example, was that software firms that went bankrupt would represent an equal level of risk to professional and corporate users. Without a firm to back it up, commercial software would not be developed further. Discussions, therefore, began to center around the motives and incentives for developers to contribute to open source software projects. Observers of the phenomenon offered their own reflections on incentives and an important dialog evolved between academic research on innovation incentives and the community of open source developers and contributors. Examples of studies that fueled this dialog include Lakhani and Wolf (2005), Ghosh et al. (2002), and Hertel et al. (2003).

Critics of open source software and corporate users also questioned the quality of open source software. Research using bug report data (e.g., Kuan, 2001) showed that flaws in open source software did not exceed those of commercial software that performed the same functions. Research by Franke and von Hippel (2003) also showed that users in general were more satisfied with the software product which they could change to fit their specific needs. Moreover, studies revealed that software product “quality” was secured by
allowing only a select group of developers the possibility to implement changes to the software code, although the ideas, bug fixes, or software patches might have come from a large number of contributors (von Krogh et al., 2003). These and similar studies were noticed and commented upon by the open source community in conjunction with discussions about product quality.

A very vocal community of contributors and developers, resident contributors who also researches the phenomenon, and an emerging stream of scientific research evolves a communal reflexivity. This communal reflexivity, we believe, is critical to the institutional innovation represented by open source software development. As this institution gradually forms and enhances its economic and social impact, it also draws more attention amongst researchers who engage in trans-disciplinary research. Thus, open source software represents an interesting case of institutional innovation where a condition is communal reflexivity interacting with academic research. When Bent Flyvbjerg asks for social science to matter, we believe that the impact that social science can have is very much demonstrated in the interaction between the stakeholders surrounding the open source software phenomenon and academic researchers. Based on this observation, an important question is how information systems research can increase its impact on the economy and society in other areas too by building similar interactions with a broad range of phenomena.

3.5. Proximity

Finally, commentators have noted that open source software development resembles the process of doing science. Science has the objective of creating a public good (David, 2005) and its results are mostly possible to digitize and distribute over the Internet. Bezroukov (1999) classifies programming as a special kind of scientific activity in which an idea or a proposition is encoded. In open source software, modifications are based on the input from many peers around the world. Likewise in science, capturing research results in papers, presentation of papers at academic conferences, revising papers for journal publications, and so forth requires good feedback from peers. Both open source software development and increasingly science build on the work of “virtual teams” where collaborators are located all over the world. Bezroukov (1999) also suggests that contributors to open source software and science are motivated by factors such as learning, peer recognition, and fun rather than monetary incentives. Yet, an important difference in motivation also marks an important difference between science and open source software. While open source software developers are often motivated by the use value of their software products (von Hippel, 2002), most scientists cannot directly apply what they create in their laboratories to their lives.

Moreover, Bezroukov (1999) also notes that financing of open source projects may be similar to the financing of science. In many cases, scientific research is funded indirectly. In this scheme, individuals employed in an institution become interested in a particular phenomenon and step forward to conduct research with existing slack funds. Many open source software developers also work either in academic institutions or large corporations. For example, 50% of all developers in Linux work for firms (LWN, 2007). Large corporations may provide the necessary slack funds for open source software development just as they do for research projects.

An increasing number of large corporations, including IBM, Hewlett-Packard, Novell, and SAP, sell packaged open source software with their hardware or commercial software
products and, thus, view open source software as a strategic asset to their business. Many of these firms choose to dedicate development resources to open source software projects, either internally or through collaborative development projects such as the Open Source Software Development Lab. This approach resembles dedicated funding of research projects in universities and research labs.

In many cases, the outcome of applied science is itself open source software code. For example, Mascialino et al. (2006) report on a project for developing an open source software statistical toolkit for data analysis in experimental particle and nuclear physics. The example is interesting because the authors report on how improvements have been made to facilitate better statistical analysis in a scientific field. The paper resembles a “message” in a developer mailing list, introducing and reporting on the performance of new features such as goodness-of-fit tests, new implementations of existing tests, a new component to extend the usability of the toolkit with other data analysis systems, and new tools for software configuration, etc.

We believe the strong proximity between open source software and science contributes to a faster and easier understanding of the phenomenon amongst researchers. We also believe this makes the phenomenon very attractive for researchers coming from many fields and disciplines. In many disciplines, the open source software development process resembles the creation of science and, hence, the phenomenon opens up an interesting dialog between researchers from these various disciplines. Whereas researchers may pursue very different research questions and gather and analyze data differently, we all find ourselves embedded in similar processes of creating science by many similar rules. Observing the mirror image of open source software development makes this apparent and it may also bring to the forefront the strengths and weaknesses of science and indicate a way to improve the scientific enterprise.

Information systems are embedded in academic life which allows a strong proximity between the actual use of systems in a university and research setting and their use in a corporate setting. For example, the development, adaptation, and implementation of an enterprise resource planning software may encounter many of the same opportunities and challenges in universities and corporations. This proximity is an opportunity for information systems research that can be formulated as a question: in which areas of inquiry is "proximity" instrumental in enabling researchers to pose interesting and relevant research questions?

4. Conclusion

In this essay, we briefly reviewed select research contributions that shed light on the open source software phenomenon. These contributions come from different fields and we argued that the phenomenon brought forth an important trans-disciplinary dialog. Subsequently, we attempted to define the characteristics of the open source software phenomenon that triggered a massive amount of research from different fields and disciplines. These were impact of the phenomenon, transparency of the phenomenon, theoretical tension arising from the phenomenon, communal reflexivity, and proximity between science and the phenomenon. We also showed that these characteristics of the open source software phenomenon and the lessons learned from research on this phenomenon lead to important questions for information systems research. These questions are:
1. What is the relationship between social values and the evolution of information systems in society?
2. What are the current and emerging social and economic phenomena that deviate from existing and accepted theory and assumptions in information systems research?
3. What characterizes the quality of data in information systems research that explores a new phenomenon?
4. How can information systems research strengthen its interaction with a broad set of phenomena?
5. In which areas of inquiry is proximity between science and the phenomenon instrumental in enabling information systems researchers to pose interesting and relevant research questions?

As open source software has shown, an important challenge of social science is to identify new theories and research designs to understand existing phenomena more efficiently and/or effectively. In many ways, open source software emerged and needed an explanation. However, another, sometimes forgotten, challenge is to actively search for phenomena that call for new theories and research designs. Because social science like open source software is a collective effort that hinges on the mobilization of people and other resources, the distinctiveness of the phenomenon is important. Over time, when more people join in, researchers are likely to develop a deeper and more collective knowledge of the phenomenon. Given the resource and time constraints facing all researchers, the wish to make a contribution where science matters is often substantive. Hence, in the early stages of research, interested researchers need to “envision” such new and distinct phenomena and reflect upon the contributions that science can make. Based on the analysis of the open source software phenomenon, perhaps the five characteristics listed will be helpful in this process.

It is uncertain to what extent the five characteristics of the open source software phenomenon can “replicate” themselves to other industries, sectors, and systems. However, open source principles are currently “experimented with” in other areas. For example, in cultural goods, a new type of news reporting involves thousands of citizens who write stories about what they observe and experience. These stories are then submitted for editing to a newspaper desk. In biotechnology, GNU-like licenses are applied to tools for genetic research. Currently, medicines for malaria and drugs for other neglected deceases are being developed using open source models where universities, firms, individual researchers, and NGOs cooperate in drug development. In technical design, new open source market places are emerging where “customers” can pose problems and interested engineers and industrial designers worldwide can design and deliver possible solutions. However, it is still uncertain if the “open source principles,” in particular regarding public good innovations and intellectual property rights, will lead to the same level of social and economic impact in these other fields. Yet, we believe the gradual adoption of open source principles in other fields represents an opportunity for researchers from various fields and disciplines to explore the principles’ general applicability. With increasing public attention and allocation of resources to the diffusion of open source principles in other fields, it will be social science that matters (research with a very high value and impact on society).

The field of information systems is one of the core pillars in open source software. Information systems products emanate in great numbers from open source software projects. Equally interesting is that the mailing lists and concurrent versions systems discussed
above are lightweight information systems that enable effective software development. Given how open source software is transforming industries, the field of information systems research is at the heart of a new model of innovation that allows thousands of collaborators globally to create high-quality products. Since the design of most products (even physical products) can be digitized and, therefore, shared at low cost, the diffusion of this innovation model to other fields is likely to be rapid. In order to secure the best possible understanding of the open source phenomenon as it continues to spread, information systems research should remain open to dialog with other areas and disciplines. It is then that creativity can flourish, new unprecedented insights can be gained, and new phenomena discovered (Galliers, 2003). These are wonderful times for information systems scholars.
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